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Abstract—Despite being around for almost two decades, foot-mounted inertial navigation only has gotten a limited spread. Contributing factors to this are lack of suitable hardware platforms and difficult system integration. As a solution to this, we present an open-source wireless foot-mounted inertial navigation module with an intuitive and significantly simplified dead reckoning interface. The interface is motivated from statistical properties of the underlying aided inertial navigation and argued to give negligible information loss. The module consists of both a hardware platform and embedded software. Details of the platform and the software are described, and a summarizing description of how to reproduce the module are given. System integration of the module is outlined and finally, we provide a basic performance assessment of the module. In summary, the module provides a modularization of the foot-mounted inertial navigation and makes the technology significantly easier to use.

I. INTRODUCTION

The idea of foot-mounted inertial navigation has been around for almost two decades [1] and offers significantly better performance over other pedestrian inertial tracking techniques [2–4]. Despite this, the usage outside technical research groups has been limited, and few products and applied systems using foot-mounted inertial navigation have been presented. Hardware limitations during the first decade, patent protection, and user group resistance to foot-mounted equipment can partially be attributed to this. However, other significant contributing factors are probably the difficulty of its integration and the lack of suitable hardware platforms, making the technology hard to apply for a wider user group. The difficulty of integration primarily comes from the sensor placement and the lack of a high-level statistical interface. The inertial navigation is “blind” and has to be combined with other information sources. The fusion is normally done by simply running the aided inertial navigation at some (non-foot-mounted) application platform, meaning that the full system complexity is exposed and that the high rate measurements have to be transferred from the foot. Wireless links may limit the rate, and they will be power hungry and sensitive due to high strain. The alternative is cabled connections, which have their obvious drawbacks. Unfortunately, without any preprocessing, there is no way around it. However, what preprocessing to do is not clear and the number of platforms, including necessary sensor, processing, and communication hardware and software support, which are suitable for foot-mounting, is limited.

The problems with the exposed complexity, the high data rates, and the hardware boil down to poor modularization, which makes application development challenging. As a solution, in this paper we present a modularization of the technology in the shape of a complete open-source wireless foot-mounted inertial navigation module. The module exposes a dead reckoning interface justified from statistical properties of the underlying system. In essence, the inertial navigation is implemented in the foot-mounted module and the user is provided with low rate dead reckoning updates over a Bluetooth link. The dead reckoning can be shown to reproduce the statistics of the foot-mounted inertial navigation and is therefore, equivalent at an application level [5]. The system perspective of the modules is illustrated in Fig. 1. Resources for reproducing the modules are available at www.openshoe.org. This paper describes the module in detail, but the point is that the user do not have to care about most of the details.

The remainder of the paper is organized as follows. In Section II, the basis for the dead reckoning interface is explained. Subsequently, in Section III, a detailed description of the tracking module is given. In Section IV, the application system integration and the necessary processing are outlined. Finally, in Section V, a performance evaluation is presented, and in Section VI conclusions and final remarks are given.
II. THE DEAD RECKONING INTERFACE

Foot-mounted inertial navigation is typically implemented as a zero-velocity aided inertial navigation system. The inertial navigation essentially consists of the inertial sensors combined with mechanization equations. In the simplest form, the mechanization equations are

\[
\begin{bmatrix}
\mathbf{p}_k \\
\mathbf{v}_k \\
\mathbf{q}_k
\end{bmatrix}
= \begin{bmatrix}
\mathbf{p}_{k-1} + \mathbf{v}_{k-1} \, dt \\
\mathbf{v}_{k-1} + \left( (\mathbf{q}_{k-1} \mathbf{f}_k \mathbf{q}_{k-1}^{-1} - \mathbf{g}) \right) \, dt \\
\Omega (\mathbf{q}_{k-1} \mathbf{dt}) \mathbf{q}_{k-1}
\end{bmatrix}
\]

(1)

where \( k \) is a time index, \( dt \) is the time differential, \( \mathbf{p}_k \) is the position, \( \mathbf{v}_k \) is the velocity, \( \mathbf{f}_k \) is the specific force, \( \mathbf{g} = [0, 0, g] \) is the gravity, and \( \Omega (\cdot) \) is the quaternion update matrix. Refer to \([6,7]\) for further details of inertial navigation. For analytical convenience, the orientation \( \mathbf{q}_k \) may interchangeably be represented by the equivalent Euler angles (roll, pitch, yaw) \( \theta_k = [\phi_k, \theta_k, \psi_k] \). Note that \([\cdot, \ldots, \cdot]\) is used to denote a column vector.

Statistical models for the measurement errors in \( \mathbf{f}_k \) and \( \Omega (\cdot) \), and an error model of (1) are used to propagate statistics of the errors of the states. To estimate the error states, stationary time instances are detected based on the condition \( Z(\{v, \omega\}_W) < \gamma_t \), where \( Z(\cdot) \) is some zero-velocity test statistic. \( \{v, \omega\}_W \) is the inertial measurements over some time window \( W \), and \( \gamma_t \) is a zero-velocity detection threshold. Refer to \([8,9]\) for further details. The implied zero-velocities are used as pseudo-measurements, so called zero-velocity updates (ZUPTs), with the measurement matrix \( \mathbf{H} = [0 \, \mathbf{I}] \): where \( \mathbf{I} \) and \( \mathbf{0} \) are \( 3 \times 3 \) identity and zero matrices, respectively. Refer to \([10]\) for a detailed treatment of aided navigation.

Unfortunately, all states are not observable based on the ZUPTs. During periods of consecutive ZUPTs, the system (1) becomes essentially linear and time invariant. Zero-velocity for consecutive time instances means no acceleration and ideally \( \mathbf{f}_k = q_k \mathbf{g} q_k \), giving the system and observability matrices

\[
\begin{bmatrix}
\mathbf{I} & \mathbf{I} & \mathbf{0} \\
\mathbf{0} & \mathbf{I} & \mathbf{g} \\
\mathbf{0} & \mathbf{0} & \mathbf{I}
\end{bmatrix} \begin{bmatrix}
\mathbf{d} t & \mathbf{0} \\
\mathbf{0} & \mathbf{g} \\
\mathbf{0} & \mathbf{0}
\end{bmatrix}
\]

\[
\begin{bmatrix}
\mathbf{H} & \mathbf{0} & \mathbf{0} \\
\mathbf{0} & \mathbf{I} & \mathbf{g} \\
\mathbf{0} & \mathbf{0} & \mathbf{I}
\end{bmatrix} = \begin{bmatrix}
\mathbf{I} & \mathbf{0} & \mathbf{0} \\
\mathbf{0} & \mathbf{I} & \mathbf{g} \\
\mathbf{0} & \mathbf{0} & \mathbf{I}
\end{bmatrix}
\]

where \([\cdot, \cdot, \cdot]\) is the cross-product matrix. Obviously, the position and heading (errors) are not observable, whereas the velocity, roll and pitch are. This implies that the covariances of the observable states decay as one over the number of consecutive ZUPTs. Consequently, during stand-still, after a reasonable number of ZUPTs, the state estimate covariance becomes

\[
\text{cov} \left( (\mathbf{p}_k, \mathbf{v}_k, \theta_k) \right) \approx \begin{bmatrix}
\mathbf{P}_{\mathbf{p}_k} & \mathbf{0}_{3 \times 5} & \mathbf{P}_{\mathbf{p}_k, \psi_k} \\
\mathbf{0}_{5 \times 3} & \mathbf{P}_\varphi & \mathbf{0}_{5 \times 1} \\
\mathbf{P}_{\mathbf{p}_k, \psi_k} & \mathbf{0}_{1 \times 5} & \mathbf{P}_{\psi_k, \psi_k}
\end{bmatrix}
\]

(2)

where \( \mathbf{P}_{x,y} = \text{cov}(x, y) \), \( \mathbf{P}_x = \text{cov}(x) = \text{cov}(x, x) \), \( (\cdot)\mathbf{T} \) denotes the transpose, and \( \mathbf{0}_{n \times m} \) denotes a zero matrix of size \( n \times m \).

The covariance matrix (2) tells us that the errors of \( \mathbf{p}_k \) and \( \psi_k \) are uncorrelated with those of \( \mathbf{v}_k \) and \( [\phi_k, \theta_k] \). Together with the Markovian assumption of the state space models and the translational and in-plane rotation invariance of (1), this implies that errors of future states \( \mathbf{v}_{k+n} \) and \( \theta_{k+n}, \psi_{k+n} \) \( n > 0 \) are uncorrelated with those of \( \mathbf{p}_k \) and \( \psi_k \). Consequently, future ZUPTs cannot be used to deduce information about the current position and heading errors. In turn, this means that, considering only the ZUPTs, it makes no difference if we reset the system and add the new relative position and heading to those before the reset. However, for other information sources, we must keep track of the global (total) error covariance of the position and heading estimates.

Resetting the system means setting position \( \mathbf{p}_k \) and heading \( \psi_k \) and corresponding covariances to zero. Denote the position and heading estimates at a reset \( \ell \) by \( \mathbf{p}_\ell \) and \( \psi_\ell \). These values can be used to drive the step-wise dead reckoning

\[
\begin{bmatrix}
\mathbf{x}_\ell \\
\chi_\ell
\end{bmatrix}
= \begin{bmatrix}
\mathbf{x}_{\ell-1} \\
\chi_{\ell-1}
\end{bmatrix} + \begin{bmatrix}
\mathbf{R}_{\ell-1} \mathbf{d} \mathbf{p}_\ell \\
\mathbf{R}_{\ell-1} \mathbf{d} \psi_\ell
\end{bmatrix} + \mathbf{w}_\ell
\]

(3)

where \( \mathbf{x}_\ell \) and \( \chi_\ell \) are the position and heading of the inertial navigation system relative to the navigation frame,

\[
\mathbf{R}_\ell = \begin{bmatrix}
\cos(\chi_\ell) & -\sin(\chi_\ell) & 0 \\
\sin(\chi_\ell) & \cos(\chi_\ell) & 0 \\
0 & 0 & 1
\end{bmatrix}
\]

is the in-plane rotation matrix from the local coordinate frame of the last reset to the navigation frame, and \( \mathbf{w}_\ell \) is a (by assumption) white noise with covariance,

\[
\text{cov}(\mathbf{w}_\ell) = \text{cov} \left( \begin{bmatrix}
\mathbf{R}_{\ell-1} \mathbf{d} \mathbf{p}_\ell, \mathbf{d} \psi_\ell
\end{bmatrix} \right)
\]

\[
= \begin{bmatrix}
\mathbf{R}_{\ell-1} \mathbf{P}_{\mathbf{p}_\ell, \mathbf{p}_\ell} \mathbf{R}_{\ell-1}^\mathbf{T} & \mathbf{R}_{\ell-1} \mathbf{P}_{\mathbf{p}_\ell, \psi_\ell} \\
\mathbf{P}_{\psi_\ell, \mathbf{p}_\ell} \mathbf{R}_{\ell-1}^\mathbf{T} & \mathbf{P}_{\psi_\ell, \psi_\ell}
\end{bmatrix}
\]

(4)

The noise \( \mathbf{w}_\ell \) in (3) represents the accumulated uncertainty in position and heading since the last reset, i.e. the essentially non-zero elements in (2) transformed to the navigation frame. As described in Section IV, the dead reckoning (3) is easily used to estimate \( \mathbf{x}_\ell \) and \( \chi_\ell \) and their error covariances from \( \mathbf{d} \mathbf{p}_\ell \) and \( \mathbf{d} \psi_\ell \) and related covariances. The relation between the step-wise inertial navigation and dead reckoning is illustrated in Fig. 2. Refer to \([5]\) for further details.

The dead reckoning statistical interface (3)-(4) separates the tracking from the high rate inertial navigation. If the ZUPT-aided inertial navigation is implemented with the inertial
sensors on the foot, then only the low rate steps $dP_t$ and $d\psi_t$ and the related uncertainties $P_{p_t}$, $P_{P_t,\psi_t}$, and $P_{\psi_t,\psi_t}$ have to be transferred to the user. Due to the decreased rate and communication bandwidth requirements, a wireless communication link can easily be used while retaining the high rate inertial measurements. However, this requires support of a suitable hardware platform and dedicated embedded software.

III. THE TRACKING MODULES

A handful of inertial platforms can be found in the literature, e.g. [11–16], and on the market, e.g. [17–20]. Unfortunately, none of them fulfill all the requirements to implement the inertial navigation and the dead reckoning interface. For the processing, the computational power must be sufficiently high, and it is highly desirable to have a floating point core or coprocessor. To get satisfactory performance, the inertial sensors must have sufficient stability, dynamic range, sampling rate, and analog bandwidth. Further, the platform should be open (for reprogramming) and reasonably well documented. Finally, the platform should have a suitable wireless link and be sufficiently small for convenient foot-mounting. In order to provide these capabilities, we have designed our own hardware platform and developed necessary embedded software, together making up a complete tracking module.

The module is a development and merger of two of our previous platforms: the first generation of the OpenShoe module [11] and the Massive-MIMU platform [21]. Note that the module may also be used as a normal (wireless) IMU.

A. Hardware platform

The hardware platform and its components are shown in Fig. 3. A block diagram of all non-passive components of the PCB is shown in Fig. 4. The key components of the PCB are the hardware floating-point capable AT32UC3C2512 microcontroller ($\mu$C) from Atmel, the four MPU9150 combined IMU and magnetometer chips from InvenSense (the magnetometers are currently not used), the SPBT2632C2A Bluetooth v3.0 module from STMicroelectronics, and the LTC4067 power manager unit (PMU) from Linear Technology. The PCB also contains a FLASH memory and a barometer, which are not used for the foot-mounted inertial navigation. The size of the 4-layer PCB is $22.5 \times 20$ [mm].

The $\mu$C is accessible via a built-in USB (slave) interface and a JTAG interface, both provided through micro-USB connectors. The $\mu$C is clocked by a 16 [MHz] crystal. Multiple (four) IMUs are used to boost performance. See [21, 22] for Allan variance plots, calibration procedures, and details of the multi-IMU (MIMU) sensory subsystem. The scale range and analogue bandwidth of the accelerometers are $\pm 16$ [g] and 260 [Hz], respectively, and of the gyroscopes $\pm 2000$ [°/s] and 256 [Hz], respectively. The $\mu$C communicates with the Bluetooth module over a UART, and the Bluetooth module exposes an SPP profile. The range of the Bluetooth module is $\sim 10$ [m]. The platform is seamlessly powered from the $4 \times 20 \times 25$ [mm] 150 [mAh] Li-Ion battery or from the USB connector, which also serves as a charging port for the battery.

At maximum sampling and clock frequency, the battery life is $\sim 1.5$ [h]. The board runs on regulated 3.3 [V]. The module is turned on/off by a slide switch controlling the regulator. The battery, with in-built protection circuitry, can be charged irrespective of the on/off power status. A fully discharged battery takes $\sim$ 2 [h] to charge. The module casing is designed to be printed with a 3D-printer and features a snap-fit. The complete module dimensions are $23.2 \times 31 \times 13.5$ [mm].

B. Embedded software

The embedded software comprises the actual zero-velocity aided inertial navigation filtering implementations, as well as...
supportive components such as runtime framework, communication logics and defines, and device drivers. The code is written in C (C99) and uses components from Atmel Software Framework (ASF) for many device drives and low level functions. The code has been developed in Atmel Studio 6 IDE and compiled with avr32gcc. The code runs directly on the µC without any operating system (OS).

The runtime framework provides the high level execution logics. The architecture is of simple loop type, with a main loop essentially calling four subroutines: read data from the IMUs, receive commands, run a user manipulatable process sequence, and transmit data to the user. The loop is paced by a timer interrupt. The flow is illustrated in Fig 5. The serial commands from the user (consisting of a 1 byte command header, a command specific command argument payload, and a 2 byte checksum) can essentially do two things: request a state to be output at a certain frequency and manipulate the process sequence. The content of the process sequence will determine the function of the module. In the process sequence, the algorithm implementations, and other auxiliary functions, are inserted. These functions will in turn change the states. The functions may also manipulate the process sequence itself. This can be used to change the module behavior due to some condition, e.g. initialization has ended. States may also be output at some process function defined condition. The state is transmitted over the interface (USB/BlueTooth), over which the corresponding command was sent, i.e. a request over USB will result in data back over USB. For the BlueTooth interface, there is the option of lossy or lossless communication. In the lossy mode, the module will fire and forget. In the lossless communication mode, the module will buffer new outputs (until the buffer is full, after which it will still lose data) and keep sending the oldest output until it gets a numbered acknowledgement back. However, this will limit the achievable data rate. The timer interrupt of the main loop determines the read out frequency of the IMUs. The internal sampling frequency of the IMUs are 1000 [Hz], and the maximum read out frequency is also 1000 [Hz]. A lower clock frequency, resulting in lower read out frequency, may be set to extend the battery life.

The algorithm implementations are that of [8,23] and a basic aided inertial navigation without any sensor error states, e.g. described in [10]. The code is written in plain C without any linked matrix libraries. The aided inertial navigation arithmetics are in single-precision floating point (since it is running on a 32-bit µC), while the zero-velocity test statistics calculations are implemented in manual fixed point (32-bit integer arithmetics).

The process sequence may run arbitrary linked functions. Consequently, the modules can easily be used to run user implemented functions. New supportive states and commands can freely be defined.

C. Reproducing the platform

The complete module including the hardware platform and the embedded software are released under the permissive Creative Commons Attribution 4.0 International Public License. The modules can freely be reproduced, modified, integrated, or built upon, as long as the original work is appropriately credited. Source material and documentation are provided at www.openshoe.org and linked sources.

Reproducing the tracking module entails
- Printing and populating the PCB
- Printing the casing
- Assembling the PCB, the casing, and the battery
- Loading the embedded software onto the platform

For the PCBs, a complete EAGLE 6.5.0 project, Gerber files, and a bill of material (BOM) are provided. The minimum design dimensions are: track size 0.15 [mm], gap size 0.15 [mm], edge clearance 0.25 [mm], drill diameter 0.3 [mm], and annular ring 0.2 [mm]. For the casing, STL-files are provided. For the software, complete Atmel Studio 6 projects are provided.

The AT32UC3C µCs (C2 series) are preloaded with a bootloader such that the modules can be programmed over the USB, using an USB OTG cable (grounding the ID pin on power-up will cause the bootloader to start), without a dedicated JTAG programmer. However, a JTAG programmer may also be used, and for debugging a JTAG debugger is required.

IV. System integration

To use a tracking module, it has to be attached to the foot, powered on, and paired with an application platform as a BlueTooth device. Following a command, it will start providing dead reckoning updates \{dP_{d}, d\psi_{d}, P_{d}, P_{\psi_{d}}, P_{\psi_{d}}\}. To avoid dropping updates, one reasonably uses the lossless mode of communication.
To track the user and fuse the data with other information sources, the updates have to be “summed up”. This is done by

\[
\begin{bmatrix}
\dot{x}_\ell \\
\dot{\chi}_\ell
\end{bmatrix} = \begin{bmatrix}
\dot{x}_{\ell-1} \\
\dot{\chi}_{\ell-1}
\end{bmatrix} + \begin{bmatrix}
0 & -\sin(\dot{\chi}_{\ell-1}) \\
0 & -\cos(\dot{\chi}_{\ell-1})
\end{bmatrix} \begin{bmatrix}
dx_{\ell} \\
d\chi_{\ell}
\end{bmatrix}
\]

\[
P_\ell = F(\dot{\chi}_{\ell-1}, dx_{\ell}, d\chi_{\ell}) P_{\ell-1} \begin{bmatrix}
\dot{x}_{\ell-1} & \dot{\chi}_{\ell-1} & dx_{\ell,\chi_{\ell}}
\end{bmatrix}
\]

where the system matrix is

\[
F(\dot{\chi}_{\ell-1}, dx_{\ell}, d\chi_{\ell}) = \begin{bmatrix}
1 & 0 & 0 & -\sin(\dot{\chi}_{\ell-1}) dx_{\ell} & -\cos(\dot{\chi}_{\ell-1}) d\chi_{\ell} \\
0 & 1 & 0 & \cos(\dot{\chi}_{\ell-1}) dx_{\ell} & -\sin(\dot{\chi}_{\ell-1}) d\chi_{\ell} \\
0 & 0 & 1 & 0 & 0 \\
0 & 0 & 0 & 1 & 1
\end{bmatrix}
\]

With the dead reckoning interface, this is the only foot-mounted inertial navigation specific processing which has to be performed. For complexity comparison and a detailed description of the complete foot-mounted inertial navigation processing, see [8,24]. The estimates \( [\dot{x}_\ell, \dot{\chi}_\ell] \) and \( P_\ell \) provide the mean and covariance of the state (position and heading) of the user and may be appended to other states and covariances of the system. Combined with standard Bayesian state estimation methods, see e.g. [25], this may be used to fuse the inertial tracking with other information sources. For further details and examples of how to fuse the tracking with other information sources, see [5,26–28].

V. PERFORMANCE

The tracking performance of foot-mounted inertial navigation systems is highly dependent on the true trajectory. Consequently, the performance needs to be quantified with respect to a reasonably well defined trajectory. For longer trajectories, the position error, induced by the growing heading error, will dominate. The worst case is just a straight line which gives the largest leverage for the heading error. Consequently, in this basic performance assessment, we use a straight line trajectory to quantify the performance of the modules.

Fifty 100 [m] straight lines (100 [m], plus 10 [m] for alignment) were walked on a hard leveled concrete surface at normal gait speed by a single subject. The modules were firmly attached on top of the forefoot. A module was worn on each forefoot and 25 trajectories were walked with each pair, totaling 100 trajectories. Plates with imprints of the shoes were placed at 0 [m], 10 [m], and 110 [m]. The first plate provided the start position. The initial headings were set such that all trajectories were aligned at the second plate. Finally, the last plate provided the stop position. Plates were placed in both directions such that half of the trajectories were walked in one direction of the line, and half in the other direction. To enable online gyro bias calibration and for convenient alignment, the subject stopped for 7 [s] at each plate. The modules were calibrated as described in [22] 5 days before the data were recorded.

The tracking results from the 100 trajectories are shown in blue in Fig. 6. Since dual modules are preferably used [5], the combined tracking results from the modules on opposite feet are shown in red. Close-ups of the final positions are also shown in Fig. 7. Comparative tracking data can be found in [11,29–32]. Algorithms for combining the tracking can be found in [5,31,33]. The mean systematic errors in length and height estimates are seen to be below 0.5%. A couple of decimeters of the lateral errors (both mean and spread) are most likely due to alignment errors. The alignment plates were placed by sighting, and the repeatability of the foot-placement
is only accurate to a centimeter level. Further discussions about the observed systematic errors can be found in [30].

Note that the shown tracking is performed with only inertial measurements and no magnetic measurements were used. Also, no attempt has been made to remove the systematic length and height errors. The displayed estimates are the raw results of the measurements and the sensor error, the low level mechanization, and the zero-velocity hypothesis assumptions (models). Heuristics could potentially be added to mitigate the systematic errors.

VI. CONCLUSION AND FINAL REMARKS

The application layer integration of foot-mounted inertial navigation is demanding, due to exposed complexity, sensor placement, and high data rates. The difficulties are greatly reduced by the dead reckoning interface supported by wireless communication links. Consequently, the presented open-source wireless tracking modules, implementing the foot-mounted inertial navigation with the dead reckoning interface, simplifies the user of the tracking technology significantly, and thereby facilitates the application development in general.

The improved performance that the foot-mounted inertial navigation can offer, in comparison with heuristic inertial pedestrian tracking techniques, and its simplified use provide an easily reachable enhanced tracking performance for a range of applications, as well as the potential for many new applications, for which the tracking performance of easily available (heuristic) pedestrian tracking technologies have been insufficient. The potential use scenarios are numerous with a range of security, first responder, military, social, management, retail, entertainment, sports, and medical applications already being investigated. The hope of the authors is that this work will support and encourage the introduction of the foot-mounted inertial navigation tracking technology over the whole application range.
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